# OOP Concepts in Python

## Objects

As already discussed in the previous tutorial, an object is a physical entity, whereas class is a logical defintion. An object can be anything like - a student while designing a school's record registry, or a pen in stationary's item management program, or a car in manufacture's car database program. There are three important characteristics by which it is identified, they are:

1. **Identity**: Identity refers to some piece of information that can be used to identify the object of a class. It can be the name of the student, the company name of the car, etc.
2. **Properties**: The attributes of that object are called properties. Like age, gender, DOB for a student; or type of engine, number of gears for a car.
3. **Behaviour**: Behaviour of any object is equivalent to the functions that it can perform. In OOP it is possible to assign some functions to objects of a class. Taking the example forward, like a student can read/write, the car can accelerate and so on.

## Class

A class is a blueprint where attributes and behaviour is defined. For example, if Mahatma Gandhi, Sachin Tendulkar, you and me are objects, then **Human Being** is a class. An object is the fundamental concept of OOP but classes provide an ability to define similar type of objects.

In class, both data, and the functions that will be operating on that data are bundled as a unit.

For example, let's say there is a class named Car, which has some basic data like - name, model, brand, date of manufacture, engine etc, and some functions like **turn the engine on**, **apply brakes**, **accelerate**, **change gear**, **blow horn** etc. Now that all the basic features are defined in our class Car, we can create its objects by setting values for properties name, model etc, and the object of the class Car will be able to use the functions defined in it.

![OOPS in Python](data:image/png;base64,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)

Behaviour

State

## Data Hiding

Data hiding helps us to define the privacy of data from the outside world or to be precise, from other classes. The reason behind doing this is to create several levels of accessing an object's data and prevent it from accidental modification. Also, hiding, or setting up privacy levels, can be done for functions as well.

In OOP, data inside the classes can be defined as **public**, **private** or **protected**. Private data or function are the ones that cannot be accessed or seen from outside the class whereas, public data or functions can be accessed from anywhere. Protected data or functions, more or less act like public but should not be accessed from outside.

## Abstraction of Data

Classes use the concept of abstraction. A class encapsulates the relevant data and functions that operate on data by hiding the complex implementation details from the user. The user needs to focus on what a class does rather than how it does.

## Encapsulation

Encapsulation, is one of the core reason for the existence of an object. Since the beginning we have been talking about objects, its data, functions, privacy etc., now it's time to know how is all this kept bounded. The answer is encapsulation. Much as it may sound like a capsule, it is pretty much the same. Here we try to encapsulate the data and functions together which belongs to the same class.

## Inheritance

As explained in the previous tutorial, inheritance is about defining a set of core properties and functions in one place and then re-using them by inheriting the class in which they are defined.

Python supports **Simple**, **Multiple** and **MultiLevel** Inheritance. We will be covering these in details in inheritance tutorial.

## Polymorphism

[Polymorphism](https://www.studytonight.com/python/python-polymorphism), or **Poly + Morph**, means **"many forms**. Precisely, Polymorphism is the property of any function or operator that can behave differently depending upon the input that they are fed with.

Polymorphism can be achieved in tow different forms, they are:

### Function Overloading

In OOP, it is possible to make a function act differently using function overloading. All we have to do is, create different functions with same name having different parameters. For example, consider a function add(), which adds all its parameters and returns the result. In python we will define it as,

def add(a, b):

return a + b

This is capable of executing function calls like:

>>> add(4,5)

The above add function will always take 2 numbers as input, but what if you want to add 3 numbers at once or maybe 4 numbers.

Hence, in OOP you can simply define the function add once again, this time with 3 parameters, and this mechanism is known as **Function Overloading**.

# to add 3 numbers

def add(a, b, c):

return a + b + c

# to add 4 numbers

def add(a, b, c, d):

return a + b + c + d

Now we can call add() function with two, three or four parameters. As you can see here, function add() now has multiple forms.

### [Operator Overloading](https://www.studytonight.com/python/python-operator-overloading)

You know what operators are: **Addition**, **Division**, **Multiplication** etc. Python is capable of reading operators differently depending upon the situation. For example,

>>>2 + 5

It will give you output 7, but doing

>>> "hello" + "world"

Gives you output "helloworld". We can see here, how + operator when used with numbers performs mathematical addition operation but when used with strings it performs concatenation.

Similarly, the multiplication operator also acts differently based on the datatype of the variables with which it is used. For example,

>>> 3\*7

Gives, 21, while on string,

>>> "hello"\*3

it gives, "hellohellohello". This is yet another example of operator overloading.